A

PROGRAMMING PROJECT REPORT ON

![](data:image/png;base64,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)

“A 2D PLATFORMER GAME”

SUBMITTED IN THE REQUIREMENTS OF

B.A. (PROG.)-FINAL YEAR

**P.G.D.A.V COLLEGE**

**NEHRU NAGAR, NEW DELHI**

**SUBMITTED BY**

AYUSH JHA

EXAMINATIONS ROLL NO: 21053501233

SESSION: 2021 - 2024

JAYATI TREHAN

EXAMINATIONS ROLL NO: 21053501150

SESSION: 2021 - 2024

SAMYAK JAIN

EXAMINATIONS ROLL NO: 21053501313

SESSION: 2021 - 2024

TABLE OF CONTENTS

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAFsAAABbCAMAAAAr6AmrAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAGeUExURQAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAcAABQUFAMDAwAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAABYAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAIWFhYODg8AAACIAACAAAAAAAAAAAAAAABMTEx8AAIaGhgAAALm5uQAAABcAABgAAKwAALi4uL+/v8DAwMLCwv0AAP4AAAAAABERERISEhcAABgAABgYGBoaGiAhISEhISIAACQAACoqKisrKyswMC0tLTUAADYDAzc/Pzw8PD09PUEAAExMTH19fX9/f4CAgIKCgoqKioyMjI6OjpGRkasAAKurq6wAAK+vr7KysrS0tLUAALW1tba2trq6uru7u7wAAL6+vr+/v8DAwMEAAMXFxcbGxsvLy9AAANIAANMAANQAANoAANsAANwAAODg4OXl5efo6Onp6e8AAPHx8fgAAPj4+P4AAP7+/v7///8AAP8XF/8jI/8kJP+ysv/MzP/R0f/a2v/c3P/g4P/h4f/+/v///w+SD5gAAAA6dFJOUwABCQoMDRETFBUWGRwdHiU0XmRlg4ePlJeYmJucoKKjpqeryc3h5+jp6uv0+/z9/f7+/v7+/v7+/v4zKi7HAAAACXBIWXMAACHVAAAh1QEEnLSdAAACS0lEQVRoQ+3Z91MTQRyG8WAFRWzYe+8Ye8SCvWLB3gVLjKKAvYFiN/+1Yd/nkru9QpIZR4L7+QFmd795SGaSSyakktWNSzKGqeo0pZMsYao6TenWBK4dVqvtxUyVadLagNW7BxKsYgoLaMRpCN7RI1Si3WcKc2jEce2wmms31BtTt+zzO/VJiFkeMYX5StRTLFmvy+bWDLeTwf68wTJRZpsSaYol6/S49jOIQaXLag9cU6KFYolrj4T257/Rppn/7fuZz3/jNFql7aCvnEZz7bBR066bYjSuOWycZO7nD+MXz8HvWn7hNNodJTZOVnJCajwXRu/Dwgd+S0WvHWQoNhfaeiQcWCp6zXsUbHVtHwVHQrufpSf4ZLIpOGzbo5kidmMw5No+DLm2D0Oldk+30cM53mm3+/gJ49gh4+Az7T5nCm+0+1RBXxveewN62dZLKP+2696QB+yeZQq8N3hcu+A/afexXVb7Btsotbn1K61s2U4x6WLbcjpnPGEZar/UypZTFDHtdp1mWbp2QY23d7JsTo1dKtOyxu0zUdqvXva7clSXXMs5na5YruIMPikXP3+3cf8tOix6rHtoOa/D2M/2ru0zStof+Q0dFlXX3qNr6V2a8P7Se11Fc7qM24Zr79VYFzEL7w0xXDvsn7Y3m7Fq2ts7lAi3F801Zm+6MKTj1k2j83XAi2D7upn1XJyuxEKKIdb3yAeoRLvEFCr8jtq1C2q33eK3YdfDeDtWMoV5NMrUGHwYlmVMVcf9/zLMtcMmzkoyk6lIqdQfQPz+cU41vxAAAAAASUVORK5CYII=)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAFsAAABbCAMAAAAr6AmrAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAGeUExURQAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAcAABQUFAMDAwAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAABYAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAIWFhYODg8AAACIAACAAAAAAAAAAAAAAABMTEx8AAIaGhgAAALm5uQAAABcAABgAAKwAALi4uL+/v8DAwMLCwv0AAP4AAAAAABERERISEhcAABgAABgYGBoaGiAhISEhISIAACQAACoqKisrKyswMC0tLTUAADYDAzc/Pzw8PD09PUEAAExMTH19fX9/f4CAgIKCgoqKioyMjI6OjpGRkasAAKurq6wAAK+vr7KysrS0tLUAALW1tba2trq6uru7u7wAAL6+vr+/v8DAwMEAAMXFxcbGxsvLy9AAANIAANMAANQAANoAANsAANwAAODg4OXl5efo6Onp6e8AAPHx8fgAAPj4+P4AAP7+/v7///8AAP8XF/8jI/8kJP+ysv/MzP/R0f/a2v/c3P/g4P/h4f/+/v///w+SD5gAAAA6dFJOUwABCQoMDRETFBUWGRwdHiU0XmRlg4ePlJeYmJucoKKjpqeryc3h5+jp6uv0+/z9/f7+/v7+/v7+/v4zKi7HAAAACXBIWXMAACHVAAAh1QEEnLSdAAACS0lEQVRoQ+3Z91MTQRyG8WAFRWzYe+8Ye8SCvWLB3gVLjKKAvYFiN/+1Yd/nkru9QpIZR4L7+QFmd795SGaSSyakktWNSzKGqeo0pZMsYao6TenWBK4dVqvtxUyVadLagNW7BxKsYgoLaMRpCN7RI1Si3WcKc2jEce2wmms31BtTt+zzO/VJiFkeMYX5StRTLFmvy+bWDLeTwf68wTJRZpsSaYol6/S49jOIQaXLag9cU6KFYolrj4T257/Rppn/7fuZz3/jNFql7aCvnEZz7bBR066bYjSuOWycZO7nD+MXz8HvWn7hNNodJTZOVnJCajwXRu/Dwgd+S0WvHWQoNhfaeiQcWCp6zXsUbHVtHwVHQrufpSf4ZLIpOGzbo5kidmMw5No+DLm2D0Oldk+30cM53mm3+/gJ49gh4+Az7T5nCm+0+1RBXxveewN62dZLKP+2696QB+yeZQq8N3hcu+A/afexXVb7Btsotbn1K61s2U4x6WLbcjpnPGEZar/UypZTFDHtdp1mWbp2QY23d7JsTo1dKtOyxu0zUdqvXva7clSXXMs5na5YruIMPikXP3+3cf8tOix6rHtoOa/D2M/2ru0zStof+Q0dFlXX3qNr6V2a8P7Se11Fc7qM24Zr79VYFzEL7w0xXDvsn7Y3m7Fq2ts7lAi3F801Zm+6MKTj1k2j83XAi2D7upn1XJyuxEKKIdb3yAeoRLvEFCr8jtq1C2q33eK3YdfDeDtWMoV5NMrUGHwYlmVMVcf9/zLMtcMmzkoyk6lIqdQfQPz+cU41vxAAAAAASUVORK5CYII=) CERTIFICATE 4

ACKNOWLEDGEMENT 5

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAFsAAABbCAMAAAAr6AmrAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAGeUExURQAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAcAABQUFAMDAwAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAABYAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAIWFhYODg8AAACIAACAAAAAAAAAAAAAAABMTEx8AAIaGhgAAALm5uQAAABcAABgAAKwAALi4uL+/v8DAwMLCwv0AAP4AAAAAABERERISEhcAABgAABgYGBoaGiAhISEhISIAACQAACoqKisrKyswMC0tLTUAADYDAzc/Pzw8PD09PUEAAExMTH19fX9/f4CAgIKCgoqKioyMjI6OjpGRkasAAKurq6wAAK+vr7KysrS0tLUAALW1tba2trq6uru7u7wAAL6+vr+/v8DAwMEAAMXFxcbGxsvLy9AAANIAANMAANQAANoAANsAANwAAODg4OXl5efo6Onp6e8AAPHx8fgAAPj4+P4AAP7+/v7///8AAP8XF/8jI/8kJP+ysv/MzP/R0f/a2v/c3P/g4P/h4f/+/v///w+SD5gAAAA6dFJOUwABCQoMDRETFBUWGRwdHiU0XmRlg4ePlJeYmJucoKKjpqeryc3h5+jp6uv0+/z9/f7+/v7+/v7+/v4zKi7HAAAACXBIWXMAACHVAAAh1QEEnLSdAAACS0lEQVRoQ+3Z91MTQRyG8WAFRWzYe+8Ye8SCvWLB3gVLjKKAvYFiN/+1Yd/nkru9QpIZR4L7+QFmd795SGaSSyakktWNSzKGqeo0pZMsYao6TenWBK4dVqvtxUyVadLagNW7BxKsYgoLaMRpCN7RI1Si3WcKc2jEce2wmms31BtTt+zzO/VJiFkeMYX5StRTLFmvy+bWDLeTwf68wTJRZpsSaYol6/S49jOIQaXLag9cU6KFYolrj4T257/Rppn/7fuZz3/jNFql7aCvnEZz7bBR066bYjSuOWycZO7nD+MXz8HvWn7hNNodJTZOVnJCajwXRu/Dwgd+S0WvHWQoNhfaeiQcWCp6zXsUbHVtHwVHQrufpSf4ZLIpOGzbo5kidmMw5No+DLm2D0Oldk+30cM53mm3+/gJ49gh4+Az7T5nCm+0+1RBXxveewN62dZLKP+2696QB+yeZQq8N3hcu+A/afexXVb7Btsotbn1K61s2U4x6WLbcjpnPGEZar/UypZTFDHtdp1mWbp2QY23d7JsTo1dKtOyxu0zUdqvXva7clSXXMs5na5YruIMPikXP3+3cf8tOix6rHtoOa/D2M/2ru0zStof+Q0dFlXX3qNr6V2a8P7Se11Fc7qM24Zr79VYFzEL7w0xXDvsn7Y3m7Fq2ts7lAi3F801Zm+6MKTj1k2j83XAi2D7upn1XJyuxEKKIdb3yAeoRLvEFCr8jtq1C2q33eK3YdfDeDtWMoV5NMrUGHwYlmVMVcf9/zLMtcMmzkoyk6lIqdQfQPz+cU41vxAAAAAASUVORK5CYII=) 6

INTRODUCTION

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAFsAAABbCAMAAAAr6AmrAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAGeUExURQAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAcAABQUFAMDAwAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAABYAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAIWFhYODg8AAACIAACAAAAAAAAAAAAAAABMTEx8AAIaGhgAAALm5uQAAABcAABgAAKwAALi4uL+/v8DAwMLCwv0AAP4AAAAAABERERISEhcAABgAABgYGBoaGiAhISEhISIAACQAACoqKisrKyswMC0tLTUAADYDAzc/Pzw8PD09PUEAAExMTH19fX9/f4CAgIKCgoqKioyMjI6OjpGRkasAAKurq6wAAK+vr7KysrS0tLUAALW1tba2trq6uru7u7wAAL6+vr+/v8DAwMEAAMXFxcbGxsvLy9AAANIAANMAANQAANoAANsAANwAAODg4OXl5efo6Onp6e8AAPHx8fgAAPj4+P4AAP7+/v7///8AAP8XF/8jI/8kJP+ysv/MzP/R0f/a2v/c3P/g4P/h4f/+/v///w+SD5gAAAA6dFJOUwABCQoMDRETFBUWGRwdHiU0XmRlg4ePlJeYmJucoKKjpqeryc3h5+jp6uv0+/z9/f7+/v7+/v7+/v4zKi7HAAAACXBIWXMAACHVAAAh1QEEnLSdAAACS0lEQVRoQ+3Z91MTQRyG8WAFRWzYe+8Ye8SCvWLB3gVLjKKAvYFiN/+1Yd/nkru9QpIZR4L7+QFmd795SGaSSyakktWNSzKGqeo0pZMsYao6TenWBK4dVqvtxUyVadLagNW7BxKsYgoLaMRpCN7RI1Si3WcKc2jEce2wmms31BtTt+zzO/VJiFkeMYX5StRTLFmvy+bWDLeTwf68wTJRZpsSaYol6/S49jOIQaXLag9cU6KFYolrj4T257/Rppn/7fuZz3/jNFql7aCvnEZz7bBR066bYjSuOWycZO7nD+MXz8HvWn7hNNodJTZOVnJCajwXRu/Dwgd+S0WvHWQoNhfaeiQcWCp6zXsUbHVtHwVHQrufpSf4ZLIpOGzbo5kidmMw5No+DLm2D0Oldk+30cM53mm3+/gJ49gh4+Az7T5nCm+0+1RBXxveewN62dZLKP+2696QB+yeZQq8N3hcu+A/afexXVb7Btsotbn1K61s2U4x6WLbcjpnPGEZar/UypZTFDHtdp1mWbp2QY23d7JsTo1dKtOyxu0zUdqvXva7clSXXMs5na5YruIMPikXP3+3cf8tOix6rHtoOa/D2M/2ru0zStof+Q0dFlXX3qNr6V2a8P7Se11Fc7qM24Zr79VYFzEL7w0xXDvsn7Y3m7Fq2ts7lAi3F801Zm+6MKTj1k2j83XAi2D7upn1XJyuxEKKIdb3yAeoRLvEFCr8jtq1C2q33eK3YdfDeDtWMoV5NMrUGHwYlmVMVcf9/zLMtcMmzkoyk6lIqdQfQPz+cU41vxAAAAAASUVORK5CYII=) 7

CODE OF GAME

* assets.py
* settings.py
* button.py
* attack.py
* objects.py
* entities.py
* game.py
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**Introduction**

Pokemario is a 2D platform game, inspired by the old “super mario” games, and based on the popular anime series “Pokemon”.

There are two stages in the game, and to clear each stage, all present enemies must be defeated by the player.

We have used python modules **pygame** and **time** to create our game.

pygame is a python module which can be used to make simple 2D games, and time module is used for various time related functions, like getting the exact current time etc.

The game has been completed as per our intentions, and with very minor and rare bugs, almost nothing is left undone.

We would like to mention that sprite animations of “Raichu” remain incomplete, also various sound effects could not have been implemented in the given time.

**CODE OF GAME**

We have created many python files to make it easier to read and navigate through.

Then, all the files have been imported to the main “game.py” file and that’s how the game works.

Showcasing each file one by one:

**assets.py**

import pygame as pg

from pygame import mixer

from settings import \*

from os import listdir

from os.path import join,isfile

mixer.init()

pg.init()

win\_logo = pg.image.load(join('assets','window\_assets','pika.png')) #Loading window logo

main\_menu\_bg = pg.transform.scale(pg.image.load(join('assets','main\_menu\_assets','mario-game.jpg')),(1600,900)) #main menu background

lost\_screen\_bg = pg.image.load(join('assets','lostscreen\_assets','lost2.png'))

win\_screen\_bg = pg.image.load(join('assets','winscreen\_assets','won3.png'))

# button images

on = pg.transform.scale(pg.image.load(join('assets', 'main\_menu\_assets', 's\_on.png')),(250,250))

off = pg.transform.scale(pg.image.load(join('assets', 'main\_menu\_assets', 's\_off.png')),(250,250))

play\_img = pg.transform.scale(pg.image.load(join('assets', 'main\_menu\_assets', 'play\_btn.png')),(200,108))

instructions\_img = pg.transform.scale(pg.image.load(join('assets', 'main\_menu\_assets', 'ins\_btn.png')),(500,100))

credits\_img = pg.transform.scale(pg.image.load(join('assets', 'main\_menu\_assets', 'credits\_btn.png')),(300,108))

ques\_btn = pg.transform.scale(pg.image.load(join('assets','main\_menu\_assets','ques\_button1.png')),(64,64))

play\_again\_img = pg.transform.scale(pg.image.load(join('assets', 'main\_menu\_assets', 'play\_again\_btn.png')),(375,75))

return\_img = pg.transform.scale(pg.image.load(join('assets', 'main\_menu\_assets', 'return\_btn.png')),(337.5,75))

quit\_img = pg.transform.scale(pg.image.load(join('assets', 'main\_menu\_assets', 'quit\_btn.png')),(150,75))

back\_img = pg.transform.scale(pg.image.load(join('assets', 'instructions\_assets', 'back.png')),(128,64))

# title logo

title\_img = pg.image.load(join('assets', 'main\_menu\_assets', 'pokemario.png'))

instructions\_title = pg.image.load(join('assets', 'instructions\_assets', 'INSTRUCTIONS-button.png'))

credits\_title = pg.image.load(join('assets', 'credits\_assets', 'credits.png'))

credits\_title = pg.transform.scale(credits\_title,(850,100)) # rescaling

won\_img = pg.image.load(join('assets', 'winscreen\_assets', 'won.png'))

won\_img = pg.transform.scale(won\_img,(600,400))

lost\_img = pg.image.load(join('assets', 'lostscreen\_assets', 'lose1.png'))

lost\_img = pg.transform.scale(lost\_img,(600,400))

# levels

lvl\_1 = pg.image.load(join('assets', 'BACKGROUNDS', 'evening.jpg'))

lvl\_2 = pg.image.load(join('assets', 'BACKGROUNDS','night.png'))

# objects

platform = pg.image.load(join('assets', 'tileset','GRASSLAND', 'ONE BIG TILE.png'))

# door

door\_open = pg.transform.scale(pg.image.load(join('assets', 'door\_assets', 'Door open.png')),door\_dims)

door\_closed = pg.transform.scale(pg.image.load(join('assets', 'door\_assets', 'Door closed.png')),door\_dims)

# music

mixer.music.load(join('assets','bg\_music','bg.mp3'))

mixer.music.set\_volume(0.5)

# txt files

file1 = open("Docs/INSTRUCTIONS.txt",'r')

file2 = open("Docs/CREDITS.txt",'r')

instructions\_txt = file1.read()

credits\_txt = file2.read()

file1.close()

file2.close()

# fonts

credits\_font = pg.font.Font(join('assets','retro\_computer\_personal\_use.ttf'), 27)

ins\_font = pg.font.Font(join('assets','retro\_computer\_personal\_use.ttf'), 19)

ingame\_font = pg.font.Font(join('assets','retro\_computer\_personal\_use.ttf'), 35)

lastscreen\_font = pg.font.Font(join('assets','retro\_computer\_personal\_use.ttf'), 40)

# player

pikachu\_face = pg.transform.scale(pg.image.load(join('assets','pikachu face.png')),(64,64))

Pikachu = {'idle\_left':[pg.transform.flip(pg.transform.scale(pg.image.load(join('assets','Pikachu','idle pikachu','1.png')),pikachu\_dims),True,False),pg.transform.flip(pg.transform.scale(pg.image.load(join('assets','Pikachu','idle pikachu','2.png')),pikachu\_dims),True,False),pg.transform.flip(pg.transform.scale(pg.image.load(join('assets','Pikachu','idle pikachu','3.png')),pikachu\_dims),True,False)],'idle\_right':[pg.transform.scale(pg.image.load(join('assets','Pikachu','idle pikachu','1.png')),pikachu\_dims),pg.transform.scale(pg.image.load(join('assets','Pikachu','idle pikachu','2.png')),pikachu\_dims),pg.transform.scale(pg.image.load(join('assets','Pikachu','idle pikachu','3.png')),pikachu\_dims)],'run\_left' : [pg.transform.flip(pg.transform.scale(pg.image.load(join('assets','Pikachu','running sprite','1.png')),pikachu\_dims),True,False),pg.transform.flip(pg.transform.scale(pg.image.load(join('assets','Pikachu','running sprite','2.png')),pikachu\_dims),True,False),pg.transform.flip(pg.transform.scale(pg.image.load(join('assets','Pikachu','running sprite','3.png')),pikachu\_dims),True,False),pg.transform.flip(pg.transform.scale(pg.image.load(join('assets','Pikachu','running sprite','4.png')),pikachu\_dims),True,False)],'run\_right' : [pg.transform.scale(pg.image.load(join('assets','Pikachu','running sprite','1.png')),pikachu\_dims),pg.transform.scale(pg.image.load(join('assets','Pikachu','running sprite','2.png')),pikachu\_dims),pg.transform.scale(pg.image.load(join('assets','Pikachu','running sprite','3.png')),pikachu\_dims),pg.transform.scale(pg.image.load(join('assets','Pikachu','running sprite','4.png')),pikachu\_dims)],'jump\_left':[pg.transform.flip(pg.transform.scale(pg.image.load(join('assets','Pikachu','Jump','Jump.png')),pikachu\_dims),True,False)],'jump\_right':[pg.transform.scale(pg.image.load(join('assets','Pikachu','Jump','Jump.png')),pikachu\_dims)],'fall\_left':[pg.transform.flip(pg.transform.scale(pg.image.load(join('assets','Pikachu','Jump','Jump.png')),pikachu\_dims),True,False),pg.transform.flip(pg.transform.scale(pg.image.load(join('assets','Pikachu','Jump','Jump.png')),pikachu\_dims),True,False),pg.transform.flip(pg.transform.scale(pg.image.load(join('assets','Pikachu','Jump','Jump.png')),pikachu\_dims),True,False)],'fall\_right':[pg.transform.scale(pg.image.load(join('assets','Pikachu','Jump','Jump.png')),pikachu\_dims),pg.transform.scale(pg.image.load(join('assets','Pikachu','Jump','Jump.png')),pikachu\_dims),pg.transform.scale(pg.image.load(join('assets','Pikachu','Jump','Jump.png')),pikachu\_dims)],'attack\_left' : [pg.transform.flip(pg.transform.scale(pg.image.load(join('assets','Pikachu','Attack','1.png')),pikachu\_dims),True,False),pg.transform.flip(pg.transform.scale(pg.image.load(join('assets','Pikachu','Attack','2.png')),pikachu\_dims),True,False)], 'attack\_right' : [pg.transform.scale(pg.image.load(join('assets','Pikachu','Attack','1.png')),pikachu\_dims),pg.transform.scale(pg.image.load(join('assets','Pikachu','Attack','2.png')),pikachu\_dims)]}

pikachu\_bolt\_right = pg.transform.scale(pg.image.load(join('assets','Pikachu','Attack','lightning bolt.png')),pikabolt\_dims)

pikachu\_bolt\_left = pg.transform.flip(pg.transform.scale(pg.image.load(join('assets','Pikachu','Attack','lightning bolt.png')),pikabolt\_dims),True,False)

raichu = {'run\_left' : [pg.transform.scale(pg.image.load(join('assets','Raichu','Raichu running','1.png')),raichu\_dims),pg.transform.scale(pg.image.load(join('assets','Raichu','Raichu running','2.png')),raichu\_dims),pg.transform.scale(pg.image.load(join('assets','Raichu','Raichu running','3.png')),raichu\_dims),pg.transform.scale(pg.image.load(join('assets','Raichu','Raichu running','4.png')),raichu\_dims),pg.transform.scale(pg.image.load(join('assets','Raichu','Raichu running','5.png')),raichu\_dims)], 'run\_right' : [pg.transform.flip(pg.transform.scale(pg.image.load(join('assets','Raichu','Raichu running','1.png')),raichu\_dims),True,False),pg.transform.scale(pg.image.load(join('assets','Raichu','Raichu running','2.png')),raichu\_dims),pg.transform.flip(pg.transform.scale(pg.image.load(join('assets','Raichu','Raichu running','3.png')),raichu\_dims),True,False),pg.transform.flip(pg.transform.scale(pg.image.load(join('assets','Raichu','Raichu running','4.png')),raichu\_dims),True,False),pg.transform.flip(pg.transform.scale(pg.image.load(join('assets','Raichu','Raichu running','5.png')),raichu\_dims),True,False)], 'fall\_right' : [pg.transform.flip(pg.transform.scale(pg.image.load(join('assets','Raichu','Raichu running','1.png')),raichu\_dims),True,False)], 'fall\_left' : [pg.transform.scale(pg.image.load(join('assets','Raichu','Raichu running','1.png')),raichu\_dims)],'jump\_right' : [pg.transform.flip(pg.transform.scale(pg.image.load(join('assets','Raichu','Raichu running','1.png')),raichu\_dims),True,False)], 'jump\_left' : [pg.transform.scale(pg.image.load(join('assets','Raichu','Raichu running','1.png')),raichu\_dims)],'idle\_right' : [pg.transform.flip(pg.transform.scale(pg.image.load(join('assets','Raichu','Raichu running','1.png')),raichu\_dims),True,False)], 'idle\_left' : [pg.transform.scale(pg.image.load(join('assets','Raichu','Raichu running','1.png')),raichu\_dims)],'attack\_left' : [pg.transform.flip(pg.transform.scale(pg.image.load(join('assets','Pikachu','Attack','1.png')),pikachu\_dims),True,False),pg.transform.flip(pg.transform.scale(pg.image.load(join('assets','Pikachu','Attack','2.png')),pikachu\_dims),True,False)], 'attack\_right' : [pg.transform.scale(pg.image.load(join('assets','Pikachu','Attack','1.png')),pikachu\_dims),pg.transform.scale(pg.image.load(join('assets','Pikachu','Attack','2.png')),pikachu\_dims)]}

# enemy

pidgeott = {'run\_left' : [pg.transform.scale(pg.image.load(join('assets','Pidgeott','1.png')),pidgeott\_dims),pg.transform.scale(pg.image.load(join('assets','Pidgeott','2.png')),pidgeott\_dims),pg.transform.scale(pg.image.load(join('assets','Pidgeott','3.png')),pidgeott\_dims)],'run\_right' : [pg.transform.flip(pg.transform.scale(pg.image.load(join('assets','Pidgeott','1.png')),pidgeott\_dims),True,False),pg.transform.flip(pg.transform.scale(pg.image.load(join('assets','Pidgeott','2.png')),pidgeott\_dims),True,False),pg.transform.flip(pg.transform.scale(pg.image.load(join('assets','Pidgeott','3.png')),pidgeott\_dims),True,False)]}

golbat = {'run\_left' : [pg.transform.scale(pg.image.load(join('assets','golbat','1.png')),golbat\_dims),pg.transform.scale(pg.image.load(join('assets','golbat','2.png')),golbat\_dims),pg.transform.scale(pg.image.load(join('assets','golbat','3.png')),golbat\_dims),pg.transform.scale(pg.image.load(join('assets','golbat','4.png')),golbat\_dims)],'run\_right' : [pg.transform.flip(pg.transform.scale(pg.image.load(join('assets','golbat','1.png')),golbat\_dims),True,False),pg.transform.flip(pg.transform.scale(pg.image.load(join('assets','golbat','2.png')),golbat\_dims),True,False),pg.transform.flip(pg.transform.scale(pg.image.load(join('assets','golbat','3.png')),golbat\_dims),True,False),pg.transform.flip(pg.transform.scale(pg.image.load(join('assets','golbat','4.png')),golbat\_dims),True,False)]}

haunter = {'run\_left' : [pg.transform.scale(pg.image.load(join('assets','Haunterr','front.png')),haunter\_dims)],'run\_right' : [pg.transform.scale(pg.image.load(join('assets','Haunterr','back.png')),haunter\_dims)]}

bulbasaur = {'run\_right' : [pg.transform.scale(pg.image.load(join('assets','Bulbasaur','3.png')),pidgeott\_dims),pg.transform.scale(pg.image.load(join('assets','Bulbasaur','4.png')),pidgeott\_dims),pg.transform.scale(pg.image.load(join('assets','Bulbasaur','5.png')),pidgeott\_dims)],'run\_left' : [pg.transform.flip(pg.transform.scale(pg.image.load(join('assets','Bulbasaur','3.png')),pidgeott\_dims),True,False),pg.transform.flip(pg.transform.scale(pg.image.load(join('assets','Bulbasaur','4.png')),pidgeott\_dims),True,False),pg.transform.flip(pg.transform.scale(pg.image.load(join('assets','Bulbasaur','5.png')),pidgeott\_dims),True,False)]}

bulb\_attack = pg.image.load(join('assets','Bulbasaur','Projectile','projectile 1.png'))

enemy\_attack = pg.image.load(join('assets', 'player\_assets', 'bullet.png'))

# traps

charmander\_trap = [pg.transform.scale(pg.image.load(join('assets','Charmander','1.png')),charmander\_dims),pg.transform.scale(pg.image.load(join('assets','Charmander','2.png')),charmander\_dims),pg.transform.scale(pg.image.load(join('assets','Charmander','3.png')),charmander\_dims),pg.transform.scale(pg.image.load(join('assets','Charmander','4.png')),charmander\_dims)]

dugtrio\_trap = [pg.transform.scale(pg.image.load(join('assets','traps\_assets','Dugtrio\_(Sprite\_1).png')),dugtrio\_dims)]

# text functioning

def print\_text\_decor(func):

def inner(text,font,x,y,screen,text\_color = (255,255,255)):

if isinstance(text,list): # to handle list inputs differently

i = 0

for line in text:

img = font.render(line,True,text\_color)

screen.blit(img,(x,y+i))

i += 50 # line spacing

else:

func(text,font,x,y,screen,text\_color = (255,255,255)) # if not list then just blit normally

return inner

@print\_text\_decor

def print\_text(text,font,x,y,screen,text\_color = (255,255,255)):

img = font.render(text, True, text\_color)

screen.blit(img,(x,y))

**settings.py**

win\_x, win\_y = 1600,900 # width,height

title = "Pokémario" # window Title

fps = 45 # sets frame rate to 60

state\_list = ['main','ins','credits','L','W','lvl1','lvl2'] # different game states

state = state\_list[0] # current game state (initial is 'main')

sound\_state = False # sounds off by default

scroll = 0 #background scroll variable

running = True # game loop run

doorBool = False # if door is open or not

door\_dims = (96,96) # dimensions of the door

timer\_running = False # if we want to show the timer

start\_timer = False # to record the start time

stop\_timer = False

seconds = mins = hours = 0

start\_time = 0

start\_game = False

enemy\_projectile\_speed = 10

charmander\_dims = (64,32)

pidgeott\_dims = (64,64)

golbat\_dims = (150,150)

haunter\_dims = (96,96)

dugtrio\_dims = (76,64)

pikachu\_dims = (64,64)

pikabolt\_dims = (60,50)

raichu\_dims = (96,96)

player\_speed = 5

trigger\_list = []

**button.py**

import pygame as pg

from assets import \*

from settings import \*

class Button:

def \_\_init\_\_(self,x,y,image,scale = 1):

self.width = image.get\_width()

self.height = image.get\_height()

# rescaling the button to the desired size

self.image = pg.transform.scale(image, (int(self.width \* scale),int(self.height \* scale)))

self.rect = self.image.get\_rect()

self.rect.x, self.rect.y = x, y

self.clicked = False # is the button clicked?

def draw(self,surface):

action = False # is there a need to do the action?

pos = pg.mouse.get\_pos() # getting mouse position

if self.rect.collidepoint(pos): # collides with mouse pointer

# left mouse button pressed while the button wasn't already pressed

if pg.mouse.get\_pressed()[0] == 1 and self.clicked == False:

self.clicked == True # the button is pressed

action = True # perform the action

if pg.mouse.get\_pressed()[0] == 0: # if the left mouse button gets unpressed

self.clicked == False # button no longer pressed

surface.blit(self.image,(self.rect.x,self.rect.y))

return action # performs action if button clicked else does nothing

# creating buttons

sfx\_on = Button(1530,10,on,0.25)

sfx\_off = Button(1530,10,off,0.25)

play\_btn = Button(600,474,play\_img,0.8)

instructions\_btn = Button(600,600,instructions\_img,0.8)

credits\_btn = Button(600,724,credits\_img,0.8)

back\_btn = Button(15,10,back\_img)

play\_again\_btn = Button(144,97,play\_again\_img)

main\_menu\_btn = Button(144,392,return\_img)

quit\_btn = Button(144,685,quit\_img)

**attack.py**

import pygame as pg

from settings import \*

class Attack(pg.sprite.Sprite):

enemy\_attacks = [] # list of all Enemy Attack class objects

player\_attack = [] # list of all Player Attack class objects

def \_\_init\_\_(self, x, y, direction, image, range, speed, player = False):

super().\_\_init\_\_()

self.x = self.initial\_x = x

self.y = y

self.direction = direction

self.velocity = speed # speed of the projectile

self.image = image

self.rect = self.image.get\_rect()

self.rect.topleft = (self.x,self.y)

self.range = range # number of blocks the projectile travels

self.player = player # if the projectile is of our player or the enemy

self.active = False

self.rem = True

if self.player == False:

Attack.enemy\_attacks.append(self)

else:

Attack.player\_attack.append(self)

def shoot(self,screen):

# blits the object on the screen and deals damage

if self.direction == 'left':

if self.rect.x >= (self.initial\_x - self.range):

self.rem = True

self.active = True

screen.blit(self.image,(self.rect.x,self.rect.y))

self.rect.x -= self.velocity

else:

self.active = False

if self.rem:

if not(self.player):

Attack.enemy\_attacks.remove(self)

else:

Attack.player\_attack.remove(self)

self.rem = False

elif self.direction == 'right':

if self.rect.x <= self.initial\_x + self.range:

self.rem = True

self.active = True

screen.blit(self.image,(self.rect.x,self.rect.y))

self.rect.x += self.velocity

else:

self.active = False

if self.rem:

if not(self.player):

Attack.enemy\_attacks.remove(self)

else:

Attack.player\_attack.remove(self)

self.rem = False

**objects.py**

import pygame as pg

from settings import \*

from assets import \*

class Object(pg.sprite.Sprite):

def \_\_init\_\_(self, x, y, width, height):

super().\_\_init\_\_()

self.x = x

self.y = y

self.width = width

self.height = height

self.active = False

def draw(self, screen):

# draws the objects on the screen

self.active = True

screen.blit(self.image, (self.rect.x,self.rect.y))

class Block(Object): # inheriting Obejct class

objects\_list = []

def \_\_init\_\_(self, x, y, width, height, path):

super().\_\_init\_\_(x, y, width, height)

self.image = pg.image.load(path)

self.image = pg.transform.scale(self.image,(width,height))

self.rect = self.image.get\_rect()

self.rect.topleft = (self.x,self.y)

self.mask = pg.mask.from\_surface(self.image)

Block.objects\_list.append(self)

class Trap(Object): # inheriting Obejct class

objects\_list = []

def \_\_init\_\_(self, x, y, width, height, sprite):

super().\_\_init\_\_(x, y, width, height)

Trap.objects\_list.append(self)

self.velocity = -1

self.tick = 0

self.spritesheet = sprite

self.sprite\_index = 0

self.image = self.spritesheet[self.sprite\_index]

self.rect = self.image.get\_rect()

self.rect.topleft = (self.x,self.y)

self.mask = pg.mask.from\_surface(self.image)

self.initial\_y = self.rect.y

self.up = True

self.down = False

def update\_sprite(self):

if self.tick % 18 == 0:

try:

self.sprite\_index += 1

self.image = self.spritesheet[self.sprite\_index]

except IndexError:

self.sprite\_index = 0

self.image = self.spritesheet[self.sprite\_index]

def move(self):

if self.up:

if self.rect.y >= self.initial\_y - self.height + 10:

self.rect.y += self.velocity

else:

self.up = False

self.down = True

if self.down:

if self.rect.y <= self.initial\_y:

self.rect.y -= self.velocity

else:

self.up = True

self.down = False

def draw(self, screen):

# draws the objects on the screen

self.active = True

self.tick += 1

self.update\_sprite()

screen.blit(self.image, (self.rect.x,self.rect.y))

class Evolve(Object):

objects\_list = []

def \_\_init\_\_(self, x, y, width, height, path):

super().\_\_init\_\_(x, y, width, height)

self.image = pg.image.load(path)

self.image = pg.transform.scale(self.image,(width,height))

self.rect = self.image.get\_rect()

self.rect.topleft = (self.x,self.y)

self.mask = pg.mask.from\_surface(self.image)

Evolve.objects\_list.append(self)

self.display = True

def draw(self,screen):

if self.display:

self.active = True

screen.blit(self.image,(self.rect.x,self.rect.y))

# creating objects

# level 1

lvl1\_block\_size = 200

lvl1\_floor = [Block(i,win\_y - lvl1\_block\_size,lvl1\_block\_size,lvl1\_block\_size,join('assets', 'tileset','GRASSLAND', 'TILE1.png')) for i in range(0,200,lvl1\_block\_size)] # list of block objects in line, which look like a floor

lvl1\_floor\_end = Block(lvl1\_block\_size, win\_y - lvl1\_block\_size+1,lvl1\_block\_size/2,lvl1\_block\_size,join('assets', 'tileset','GRASSLAND', 'TILE2.png'))

lvl1\_floating = Block(450,win\_y - (2\*lvl1\_block\_size) + 20,lvl1\_block\_size\*1.5,lvl1\_block\_size,join('assets', 'tileset','GRASSLAND', 'FLOATING TILE.png'))

lvl1\_bigtile = Block(850,win\_y - (3\*lvl1\_block\_size) + 20,lvl1\_block\_size\*2,lvl1\_block\_size\*4,join('assets', 'tileset','GRASSLAND', 'ONE BIG TILE 2.png'))

lvl1\_endtile = Block(win\_x-lvl1\_block\_size,win\_y - lvl1\_block\_size,lvl1\_block\_size\*1.3,lvl1\_block\_size,join('assets', 'tileset','GRASSLAND', 'TILE1.png'))

lvl1\_dugtrio = Trap(win\_x-lvl1\_block\_size,win\_y - lvl1\_block\_size,dugtrio\_dims[0],dugtrio\_dims[1],dugtrio\_trap)

lvl1\_thunderstone = Evolve(100,600,32,32,join('assets','player\_assets','thunderstone.png'))

# level 2

starting\_block\_1 = Block(0,win\_y-lvl1\_block\_size,lvl1\_block\_size,75,join('assets','DARK AREA BLOCKS','Block 1.png'))

starting\_block\_2 = Block(lvl1\_block\_size,win\_y-lvl1\_block\_size,lvl1\_block\_size,75,join('assets','DARK AREA BLOCKS','middle block.png'))

starting\_block\_3 = Block(lvl1\_block\_size\*2,win\_y-lvl1\_block\_size,lvl1\_block\_size,75,join('assets','DARK AREA BLOCKS','BLOCK 1 REVERSED.png'))

bridge = Block(lvl1\_block\_size\*3,win\_y-lvl1\_block\_size,lvl1\_block\_size,50,join('assets','DARK AREA BLOCKS','bRIDGE.png'))

starting\_block\_4 = Block(lvl1\_block\_size\*4,win\_y-lvl1\_block\_size,lvl1\_block\_size,75,join('assets','DARK AREA BLOCKS','middle block.png'))

floating\_1 = Block(win\_x-96,win\_y-(0.65\*lvl1\_block\_size),96,96,join('assets','DARK AREA BLOCKS','SMALL BLOCK 2.png'))

floating\_2 = Block(win\_x-lvl1\_block\_size,win\_y-(3\*lvl1\_block\_size),lvl1\_block\_size,75,join('assets','DARK AREA BLOCKS','middle block.png'))

floating\_3 = Block(lvl1\_block\_size\*5.75,win\_y-(1.5\*lvl1\_block\_size),lvl1\_block\_size,75,join('assets','DARK AREA BLOCKS','middle block.png'))

floating\_4 = Block(lvl1\_block\_size\*4.5,win\_y-(2.5\*lvl1\_block\_size),lvl1\_block\_size,75,join('assets','DARK AREA BLOCKS','middle block.png'))

floating\_5 = Block(win\_x-lvl1\_block\_size-95,win\_y-(3\*lvl1\_block\_size),100,75,join('assets','DARK AREA BLOCKS','SMALL BLOCK 2.png'))

lvl2\_charmander = Trap(lvl1\_block\_size\*3 - charmander\_dims[0],win\_y - lvl1\_block\_size - charmander\_dims[1],charmander\_dims[0],charmander\_dims[1],charmander\_trap)

lvl2\_thunderstone = Evolve(win\_x-96 + 50,win\_y-(0.65\*lvl1\_block\_size) - 35,32,32,join('assets','player\_assets','thunderstone.png'))

def draw\_floor\_list(list\_obj, screen):

# draws each individual block in the floor list on the screen

for obj in list\_obj:

obj.draw(screen)

**entities.py**

import pygame as pg

import time

from settings import \*

from assets import \*

from objects import \*

from attack import \*

screen = pg.display.set\_mode((win\_x,win\_y))

player\_starting\_x, player\_starting\_y = 0, win\_y - (lvl1\_block\_size + pikachu\_dims[1] + 10)

all\_enemy\_objects = set()

class Player(pg.sprite.Sprite):

lives = 2

gravity = 1 # speed by which player falls/comes down

SPRITES = Pikachu

animation\_delay = 3 # to change sprites

def \_\_init\_\_(self,x,y,width,height):

super().\_\_init\_\_()

self.test = False

self.width = width

self.height = height

self.rect = pg.Rect(x,y,width,height)

# setting player movement speeds

self.x\_vel = 0

self.y\_vel = 0

self.mask = None

# for sprites animation image

self.direction = 'right'

self.animation\_count = 0

# for fallings or gravity

self.fall\_count = 0 # number of frames we have been falling for

self.jumpBool = False # if the player is jumping or not

self.attackBool = True # if the player is ready to attack or not

self.hit = False # if the player is taking damage or not

self.evolve = False

self.start\_time = time.time()

def move(self,dx,dy):

# moves player

self.rect.x += dx

self.rect.y += dy

def move\_left(self,vel):

# moves left

if not (self.rect.x <= 0):

self.x\_vel = -vel

if self.direction != 'left': # updates direction to correctly show sprites animation

self.direction = 'left'

self.animation\_count = 0

def move\_right(self,vel):

# moves right

if not (self.rect.x + self.width >= win\_x):

self.x\_vel = vel

if self.direction != 'right': # updates direction to correctly show sprites animation

self.direction = 'right'

self.animation\_count = 0

def jump(self):

# to jump the player

self.jumpBool = True

self.y\_vel = -12 # decreasing from Y makes the player jump up

self.animation\_count = 0

def loselife(self):

# to make the player lose life in case they are hit

if not self.hit: # player must not be hit already

self.lives -= 1

self.hit = True # set to true until the player stops colliding with any damage giver

def landed(self):

# to enable player land on blocks or platforms

self.y\_vel = 0

def hit\_head(self):

# player hits head and falls down if the block is hit from below

self.y\_vel \*= -1

def powerup(self):

# evolves pikachu into raichu for some seconds, providing invincibility

if self.evolve:

self.current\_time = time.time()

if self.current\_time - self.start\_time <= 5:

print\_text(f'{abs(5 - int(self.current\_time - self.start\_time))}',ingame\_font,self.rect.x,self.rect.y-25,screen)

self.SPRITES = raichu

else:

self.evolve = False

self.SPRITES = Pikachu

def loop(self,fps):

# what the player should be doing every loop iteration

self.y\_vel += min(1,(self.fall\_count/fps) \* Player.gravity) # to bring the player down

if self.rect.y > win\_y: # if player goes below the screen or falls in a pit

if not(self.evolve):

self.lives -= 1

self.rect.x, self.rect.y = player\_starting\_x, player\_starting\_y

if self.attackBool:

self.move(self.x\_vel,self.y\_vel)

self.fall\_count += 1

self.update\_sprite()

self.powerup()

if not(self.attackBool):

self.attack.shoot(screen)

if self.attack.active == False:

self.attackBool = True

def update\_sprite(self):

# updates the player image according to the action being performed

sprite\_sheet = 'idle'

if self.y\_vel < 0 :

if self.jumpBool:

sprite\_sheet = 'jump'

elif self.y\_vel > Player.gravity \* 2 :

sprite\_sheet = 'fall'

elif self.x\_vel != 0:

sprite\_sheet = 'run'

elif not self.attackBool:

sprite\_sheet = 'attack'

sprite\_sheet\_name = sprite\_sheet + "\_" + self.direction

sprites = self.SPRITES[sprite\_sheet\_name]

sprite\_index = (int(self.animation\_count) // self.animation\_delay) % len(sprites)

self.sprite = sprites[sprite\_index]

self.animation\_count += 0.3

self.update()

def update(self):

# updating rect according to the sprite

self.rect = self.sprite.get\_rect(topleft = (self.rect.x, self.rect.y))

self.mask = pg.mask.from\_surface(self.sprite) # masking our sprite image for collision

def draw(self,screen):

# draws player on the screen

screen.blit(self.sprite,(self.rect.x,self.rect.y))

class Enemy(pg.sprite.Sprite):

objects\_list = [] # stores all Enemy instances to help detecting collision

def \_\_init\_\_(self, x, y, dx, direction, rangeBool, speed, spritesheets):

super().\_\_init\_\_()

self.initial\_x = x

self.spritesheets = spritesheets

self.sprite\_index = 0

self.image = spritesheets[f'run\_{direction}'][0]

self.rect = self.image.get\_rect()

self.rect.topleft = (x,y)

self.dx = dx

self.x\_vel = speed # enemy speed

self.active = False # only active when being drawn on the screen

self.rem = True

if rangeBool:

self.ranged = True # if the enemy is a ranged type

else:

self.ranged = False

self.left = self.right = False # initial direction of movement

if direction.lower() == 'left':

self.left = True

elif direction.lower() == 'right':

self.right = True

self.current\_direction = direction # to help with the ranged projectile's direction

Enemy.objects\_list.append(self)

self.tick = 0

def activate(self):

# activates the enemy

if self.tick == 1:

self.active = True

def update\_sprite(self):

# changes sprite sheets to look like animation

if self.tick % 15 == 0:

try:

self.image = self.spritesheets[f'run\_{self.current\_direction}'][self.sprite\_index]

self.sprite\_index += 1

except:

self.sprite\_index = 0

self.image = self.spritesheets[f'run\_{self.current\_direction}'][self.sprite\_index]

def move(self):

# moves enemy according to the parameters provided

screen.blit(self.image,(self.rect.x,self.rect.y))

if self.dx > 0:

if self.left:

if self.rect.x >= (self.initial\_x - self.dx):

self.rect.x -= self.x\_vel

else:

self.left = False

self.right = True

if self.right:

if self.rect.x <= (self.initial\_x + self.dx):

self.rect.x += self.x\_vel

else:

self.right = False

self.left = True

def attack(self):

# shoots if enemy is ranged type

if (self.tick == 1 or self.atk.rem == False) and self.active: # shoot the first tick, then every 100 ticks

self.atk = Attack(self.rect.x, self.rect.y,self.current\_direction,bulb\_attack,500,enemy\_projectile\_speed) # an attack object is created every attack

if self.active:

self.atk.shoot(screen)

def loop(self):

# performs this every iteration

self.tick += 1

self.update\_sprite()

self.activate()

if self.active:

self.move()

elif self.rem:

self.rem = False

if self.ranged:

Attack.enemy\_attacks.remove(self.atk)

Enemy.objects\_list.remove(self)

all\_enemy\_objects.add(self)

self.current\_direction = 'left' if self.left else 'right' if self.right else None

if self.ranged:

self.attack()

# creating player and enemy objects

player = Player(player\_starting\_x, player\_starting\_y,pikachu\_dims[0],pikachu\_dims[1])

# level 1

lvl1\_pidgeott = Enemy(375,win\_y - (2.5\*lvl1\_block\_size) + 20 - 64,300,'right',False, 7,pidgeott)

lvl1\_bulbasaur = Enemy(1000,win\_y - (3\*lvl1\_block\_size) + 20 - pidgeott\_dims[1],150,'right',True,3,bulbasaur)

# level 2

lvl2\_golbat = Enemy(lvl1\_block\_size\*5.75,win\_y-(1.5\*lvl1\_block\_size) - golbat\_dims[1] + 25,300,'right',False,5,golbat)

lvl2\_haunter = Enemy(lvl1\_block\_size\*4.5,win\_y-(2.5\*lvl1\_block\_size)-haunter\_dims[1],250,'left',False,9,haunter)

def handle\_move(player,objects):

# handles player movement and collision

keys = pg.key.get\_pressed()

player.x\_vel = 0

if keys[pg.K\_a]:

player.move\_left(player\_speed)

if keys[pg.K\_d]:

player.move\_right(player\_speed)

handle\_collision\_player(player,objects,player.y\_vel) # checks collision with different objects

def handle\_collision\_player(player,objects,dy):

collided\_objects = []

indices = player.rect.collidelistall(objects) # index of all objects being collided with

BoolList = [] # will store if we collide with a platform or not

for index in indices:

if isinstance(objects[index],Block):

BoolList.append(True) # list full of Trues if we only collide with Block

else:

BoolList.append(False)

if not (False in BoolList): # if there are no Falses, i.e. if we do not collide with anything else

player.hit = False

for obj in objects:

# if player is colliding with an active object

if pg.sprite.collide\_mask(player,obj) and obj.active:

if isinstance(obj, Block): # if the object is a block object or platform

player.fall\_count = 0

if dy > 0 and player.rect.y <= obj.rect.y: # if we are colliding from above

player.rect.bottom = obj.rect.top

player.landed()

player.jumpBool = False

elif dy < 0 : # if we ar colliding from below

player.rect.top = obj.rect.bottom

player.hit\_head()

elif isinstance(obj, Enemy) and not(player.evolve): # if it is an enemy

player.loselife()

elif isinstance(obj, Attack) and obj.player == False and not(player.evolve): # if it is an enemy attack object

player.loselife()

elif isinstance(obj, Trap) and not(player.evolve): # if it is a trap object

player.loselife()

elif isinstance(obj,Evolve):

obj.active = False

obj.display = False

player.evolve = True

player.start\_time = time.time()

collided\_objects.append(obj)

return collided\_objects

def handle\_collision\_enemy(enemy\_list,objects\_list):

for enemy in enemy\_list:

for obj in objects\_list:

if pg.sprite.collide\_mask(enemy,obj):

if enemy.active:

enemy.active = False

**game.py**

import pygame as pg, time

from assets import \*

from button import \*

from objects import \*

from entities import \*

from settings import \*

pg.init()

clock = pg.time.Clock() # to set frame rate

# creating window

srface = pg.Surface((win\_x,win\_y),pg.SRCALPHA)

pg.display.set\_caption(title)

pg.display.set\_icon(win\_logo)

all\_collidable\_p = Block.objects\_list + Enemy.objects\_list + Trap.objects\_list + Attack.enemy\_attacks + Evolve.objects\_list # list of all objects collidable with the player

# animating background for the game

bg\_width = main\_menu\_bg.get\_width()

# sound button functioning

def sfx\_state():

if sound\_state: # SFX toggle

if state not in [state\_list[-1],state\_list[-2]]:

sfx\_on.draw(screen)

else:

mixer.music.play(-1)

if state not in [state\_list[-1],state\_list[-2]]:

sfx\_off.draw(screen)

# screens

def moving\_background(img): # to create a moving background

global scroll, win\_x

scroll -= 5 # sets the amount by which the bg scrolls

screen.blit(img,(-win\_x + scroll,0))

screen.blit(img,(0 + scroll,0)) # prints the bg at a slighlty different position each loop

screen.blit(img,(win\_x + scroll,0))

if scroll == -win\_x : # reset the images and scroll again

scroll = win\_x

def transparent\_bg(rgba):

# this is creating the background-foreground differentiation

global srface,win\_x,win\_y

screen.blit(srface,(0,0))

pg.draw.rect(srface,rgba,(0,0,win\_x,win\_y))

def door(door\_x,door\_y,trig\_list): # level clearing door

global state, state\_list,doorBool

if not(False in trig\_list):

doorBool = True

if doorBool: # if its open and conditions are met

screen.blit(door\_open,(door\_x,door\_y))

door\_open\_rect = pg.Rect(door\_x,door\_y,door\_dims[0],door\_dims[1])

if player.rect.colliderect(door\_open\_rect):

level\_reset()

if state == state\_list[-1]: # if its the last level

state = state\_list[4] # show victory screen

else:

state = state\_list[state\_list.index(state) + 1] # else go to the next level

doorBool = False

else:

screen.blit(door\_closed,(door\_x,door\_y))

def timer():

global seconds, mins, hours, timer\_running, start\_timer, start\_time, stop\_timer

if timer\_running:

if start\_timer:

start\_time = time.time()

start\_timer = False

current\_time = time.time()

seconds = int(current\_time - start\_time)

if seconds == 60 :

seconds = 0

mins += 1

if mins == 60:

mins = 0

hours += 1

print\_text(f'{hours}:{mins}:{seconds}',ingame\_font,win\_x/2,20,screen)

def level\_reset():

# to reset all active objects so that the player doesnt collide with invisible objects

global state\_list,state\_list

if state != state\_list[-1]:

for obj in Block.objects\_list:

obj.active = False

player.rect.x, player.rect.y = player\_starting\_x, player\_starting\_y # reset player pos

player.SPRITES = Pikachu

for obj in Trap.objects\_list:

obj.active = False

for obj in Evolve.objects\_list:

obj.active = False

for obj in all\_enemy\_objects:

obj.tick = 0

Enemy.objects\_list.append(obj)

obj.rem = True

player.evolve = False

def reset\_game():

global doorBool

player.rect.x, player.rect.y = player\_starting\_x, player\_starting\_y # reset player pos

for obj in all\_enemy\_objects:

obj.tick = 0

Enemy.objects\_list.append(obj)

obj.rem = True

for obj in Evolve.objects\_list:

obj.active = True

obj.display = True

for obj in Block.objects\_list:

obj.active = False

doorBool = False

player.evolve = False

def main\_menu():

global state,start\_timer,start\_game,stop\_timer

# background

moving\_background(main\_menu\_bg)

transparent\_bg((0,0,0,85))

screen.blit(title\_img,(419,50))

#buttons

screen.blit(ques\_btn,(520,480))

screen.blit(ques\_btn,(520,610))

screen.blit(ques\_btn,(520,740))

if play\_btn.draw(screen):

reset\_game()

player.lives = 2

start\_game = True

stop\_timer = False

start\_timer = True

state = state\_list[5] # changing state to change screens

if instructions\_btn.draw(screen):

state = state\_list[1]

if credits\_btn.draw(screen):

state = state\_list[2]

def lvl1():

global timer\_running,trigger\_list

trigger\_list = []

timer\_running = True

screen.blit(lvl\_1,(0,0))

transparent\_bg((0,0,0,75))

screen.blit(pikachu\_face,(20,20))

print\_text(f' X {player.lives}',ingame\_font,84,30,screen) # lives count

player.draw(screen)

lvl1\_dugtrio.draw(screen)

lvl1\_dugtrio.move()

draw\_floor\_list(lvl1\_floor,screen) # drawing platform

lvl1\_floor\_end.draw(screen)

lvl1\_floating.draw(screen)

lvl1\_bigtile.draw(screen)

lvl1\_endtile.draw(screen)

# drawing player and enemies

lvl1\_pidgeott.loop() # loops enemy running and shooting

lvl1\_bulbasaur.loop()

lvl1\_thunderstone.draw(screen)

trigger\_list.append(not(lvl1\_pidgeott.active))

trigger\_list.append(not(lvl1\_bulbasaur.active))

# door

door(win\_x-door\_dims[0] - 5,win\_y - lvl1\_block\_size - door\_dims[1] + 5,trigger\_list)

def lvl2():

trigger\_list = []

screen.blit(lvl\_2,(0,0))

transparent\_bg((0,0,0,50))

player.draw(screen)

starting\_block\_1.draw(screen)

starting\_block\_2.draw(screen)

starting\_block\_3.draw(screen)

starting\_block\_4.draw(screen)

bridge.draw(screen)

floating\_1.draw(screen)

floating\_2.draw(screen)

floating\_3.draw(screen)

floating\_4.draw(screen)

floating\_5.draw(screen)

lvl2\_charmander.draw(screen)

lvl2\_golbat.loop()

lvl2\_haunter.loop()

trigger\_list.append(not(lvl2\_golbat.active))

trigger\_list.append(not(lvl2\_haunter.active))

lvl2\_thunderstone.draw(screen)

door(win\_x-door\_dims[0],win\_y-(3\*lvl1\_block\_size) - door\_dims[1],trigger\_list)

screen.blit(pikachu\_face,(20,20))

print\_text(f' X {player.lives}',ingame\_font,84,30,screen) # lives count

def instructions():

global state,screen

#background

moving\_background(main\_menu\_bg)

transparent\_bg((0,0,0,125))

screen.blit(instructions\_title,(332.5,50))

print\_text(instructions\_txt,ins\_font,375,200,screen)

if back\_btn.draw(screen):

state = state\_list[0] # sending back to main menu if back button is pressed

def credits():

global state,screen

#background

moving\_background(main\_menu\_bg)

transparent\_bg((0,0,0,125))

screen.blit(credits\_title,(375,50))

print\_text(credits\_txt,credits\_font,425,200,screen)

if back\_btn.draw(screen):

state = state\_list[0] # sending back to main menu if back button is pressed

def L():

global state,running, timer\_running, start\_timer,stop\_timer

reset\_game()

# background

timer\_running = False

stop\_timer = True

screen.blit(lost\_screen\_bg,(0,0))

screen.blit(ques\_btn,(50,100))

screen.blit(ques\_btn,(50,400))

screen.blit(ques\_btn,(50,700))

# losing screen image

screen.blit(lost\_img,(700,50))

print\_text(f"It took you:\n {hours} Hours {mins} Minutes and {seconds} Seconds.", lastscreen\_font,450,750,screen)

# buttons

if play\_again\_btn.draw(screen):

player.lives = 2

stop\_timer = False

start\_timer = True

state = state\_list[5]

if main\_menu\_btn.draw(screen):

state = state\_list[0]

if quit\_btn.draw(screen):

running = False

def W():

global state,running,timer\_running,start\_timer,stop\_timer

reset\_game()

# background

stop\_timer = True

timer\_running = False

screen.blit(win\_screen\_bg,(0,0))

screen.blit(ques\_btn,(50,100))

screen.blit(ques\_btn,(50,400))

screen.blit(ques\_btn,(50,700))

# winning screen image

screen.blit(won\_img,(625,50))

print\_text(f"It took you:\n {hours} Hours {mins} Minutes and {seconds} Seconds.", lastscreen\_font,450,750,screen)

# buttons

if play\_again\_btn.draw(screen):

player.lives = 3

start\_timer = True

stop\_timer = False

state = state\_list[5]

if main\_menu\_btn.draw(screen):

state = state\_list[0]

if quit\_btn.draw(screen):

running = False

# game loop to run the window

while running:

mouse\_pos = pg.mouse.get\_pos() # Get mouse position

# change screens

if state == state\_list[0]:

main\_menu()

elif state == state\_list[1]:

instructions()

elif state == state\_list[2]:

credits()

elif player.lives < 1:

L()

elif state == state\_list[4]:

W()

elif state == state\_list[5]:

lvl1()

elif state == state\_list[6]:

lvl2()

# event handling

for event in pg.event.get():

if event.type == pg.QUIT: # close button functioning

running = False

if event.type == pg.MOUSEBUTTONDOWN:

if (sfx\_off.rect.collidepoint(mouse\_pos) or sfx\_on.rect.collidepoint(mouse\_pos)):

sound\_state = not sound\_state # switching between sfx on and off

if event.type == pg.KEYDOWN:

if state in state\_list[1:5] and event.key == pg.K\_ESCAPE:

state = state\_list[0] # pressing ESC key on some screens sends back to the main menu

if event.key == pg.K\_w and not(player.jumpBool) :

player.jump()

if event.key == pg.K\_j and player.attackBool:

if player.direction == 'right':

if not player.evolve:

player.attack = Attack(player.rect.x + pikachu\_dims[0],player.rect.y + (pikachu\_dims[1]\*(0.25)),player.direction,pikachu\_bolt\_right,10,1,True)

else:

player.attack = Attack(player.rect.x + raichu\_dims[0],player.rect.y + (raichu\_dims[1]\*(0.25)),player.direction,pikachu\_bolt\_right,10,1,True)

else:

if not player.evolve:

player.attack = Attack(player.rect.x - pikachu\_dims[0],player.rect.y + (pikachu\_dims[1]\*(0.25)),player.direction,pikachu\_bolt\_left,10,1,True)

else:

player.attack = Attack(player.rect.x - raichu\_dims[0],player.rect.y + (raichu\_dims[1]\*(0.25)),player.direction,pikachu\_bolt\_left,10,1,True)

player.attackBool = False

all\_collidable\_p = Block.objects\_list + Enemy.objects\_list + Trap.objects\_list + Attack.enemy\_attacks + Evolve.objects\_list # list of all objects collidable with the player

if start\_game:

player.loop(fps) # loops the player's functions

handle\_move(player,all\_collidable\_p) # handles player movements and collision

handle\_collision\_enemy(Enemy.objects\_list,Attack.player\_attack)

if not(stop\_timer):

timer()

sfx\_state()

clock.tick(fps)

pg.display.update() # keeps updating the screen